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Abstract—An information technology (IT) tool that can guide STEM educators through the complex task of course design development, ensure tight alignment between various components of an instructional module, and provide relevant information about research-based pedagogical and assessment strategies will be of great value. A team of researchers is engaged in a User-Centered Design (UCD) approach to develop the Instructional Module Development System (IMODS), i.e., a software program that facilitates course design. In this paper the authors present the high-level design of the IMODS and demonstrate its use in the development of the curriculum for an introductory software engineering course.
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I. INTRODUCTION

Felder, Brent and Prince [1] have made a strong argument in support of instructional development training for engineering faculty. This argument, which cites among other reasons: shortfalls in graduation rates, changing demographics and attributes of the student body, and modifications in the expectations of graduates; can be extended to encompass all STEM fields. Furthermore, studies show that for 95% of new faculty members, it takes four to five years, through trial and error (the most common method of gaining expertise in teaching), to deliver effective instruction [2]. While there are a number of options available to faculty for receiving instructional development training (i.e., training focused on improving teaching and learning), most share similar format, features, and shortcomings. For example: workshops, courses and seminar series, the most common program structures, are often offered at a cost to the institution, department or individual attendee; delivered face-to-face at specified times; and accessible to a restricted number of persons. Even when interest is high, these factors can become obstacles to participation.

Outcome-based Education (OBE) is a result-oriented approach where the product defines the process. The learning outcomes guide what is taught and assessed [3], [4]. This approach contrasts the preceding “input-based” model that places emphasis on what is included in the curriculum as opposed to the result of instruction. There is a growing demand and interest in faculty professional development in areas such as OBE, curriculum design, and pedagogical and assessment strategies.

In response to these challenges and needs, a group of faculty researchers from two south-western universities have undertaken a project to design and develop the Instructional Module Development System (IMODS) that will facilitate self-paced instructional development training while the user creates his/her course design with the added benefits of being free to all who are interested, accessible almost anywhere through a web browser, and at any time that is convenient.

Additional key features of the IMODS are as follows:
1. Guides individual or collaborating users, step-by-step, through an outcome-based education process as they define learning objectives, select content to be covered, develop an instruction and assessment plan, and define the learning environment and context for their course(s).
2. Contains a repository of current best pedagogical and assessment practices, and based on selections the user makes when defining the learning objectives of the course, the system will present options for assessment and instruction that align with the type/level of student learning desired.
3. Generates documentation of a course designs. In the same manner that an architect’s blue-print articulates the plans for a structure, the IMODs course design documentation will present an unequivocal statement as to what to expect when the course is delivered.
4. Provides just-in-time help to the user. The system will provide explanations to the user on how to perform course design tasks efficiently and accurately. When the user explores a given functionality, related explanations will be made available.
5. Provides feedback to the user on the fidelity of the course design. This will be assessed in terms of the cohesiveness of the alignment of the course design components (i.e., content, assessment, and pedagogy) around the defined course objectives.

In this paper the authors present the high-level design of the IMODS and demonstrate its use in the development of the curriculum for an introductory software engineering course. The rest of the paper is organized as follows. Background material for this research project is presented in section 2. Section 3 presents the high-level design of the IMODS software system. Section 4 presents a case study that demonstrates the use of the IMODS framework in the development of an introductory software engineering course. The paper concludes with future work and acknowledgements.
II. BACKGROUND

A. Related Work

To justify the need for the development of IMODS we conducted a competitive analysis to determine the strengths and weaknesses of tools and approaches currently used to support course design and related training. The tools and approaches that were evaluated were categorized into five groups based on primary functions and features.

Knowledge/Learning Management System (KMS/LMS): This group contains a number of proprietary and open-source solutions that are delivered either as desktop or web-based applications. These tools mainly facilitate the administration of training, through the (semi-) automation of tasks such as: registering users, tracking courses in a catalog, recording data, charting a user’s progress toward certification, and providing reports to managers. These tools also serve as a platform to deliver eLearning to students. In that context, their main purpose is to assemble and deliver learning content, personalize content and reuse it. Examples: Blackboard, Moodle, Sakai, Canvas, WeBWorK, and Olat

Educational Digital Libraries: These tools contain collections of learning and educational resources in digital format. They provide services that support the organization, management, and dissemination of the digital content for the education community. Examples: National Engineering Education Delivery System (NEEDS), National Science Digital Library (NSDL) and Connexions

Personalized Learning Services: There are a number of e-learning tools that leverage semantic web technologies to support personalized learning services for their users with an ontology based framework [5]. Some of these tools function by initially profiling the learner and then, based on that profile, identifying the best strategies for presenting resources to them. They can also provide feedback to instructors on student learning, so improvements to the content and structure of the course can be incorporated. For many of these tools the ontology framework is used to bridge learning content with corresponding pedagogy; however, they seldom address assessments and learning objectives. Examples: Content Automated Design and Development Integrated Editor (CADDIE), Intelligent Web Teacher (IWT), LOMster [6], and LOCO-Analyst [7].

Understanding by Design Exchange (UbD Exchange): This is a software framework based on Wiggins’s and McTighe’s Backward Design principle [8] that is used for designing curriculum, assessments, and instruction, and integrates K-12 state and provincial standards in the design of units [9]. It provides a form-based user interface to fill in the details of the course unit that is being designed.

Professional Development Workshops, Courses & Seminars: Face-to-face training sessions in teaching and learning that are facilitated by experts in the field of instructional design. Examples: National Effective Teaching Institute, Connect Student Learning Outcomes to Teaching, Assessment, and Curriculum, Content, Assessment and Pedagogy [10].

Our search identified very few tools and approaches that contained features or functionality that explicitly facilitated the design of course curriculum. Of these tools few of them facilitated the generation of design documentation and feedback to the user on the fidelity of the design. These are two key deficiencies that IMODS will address.

B. IMODS Framework – PC³ Model

The IMOD framework adheres strongly to the OBE approach and treats the course objective as the spine of the structure. New constructs (not included in the models previously discussed) are incorporated to add further definition to the objective. The work of Robert Mager [11] informs the IMOD definition of the objective. Mager identifies three defining characteristics of a learning objective: Performance – description of what the learner is expected to be able to do; Conditions – description of the conditions under which the performance is expected to occur; and the Criterion – a description of the level of competence that must be reached or surpassed. For use in the IMOD framework an additional characteristic was included, i.e., the Content to be learned – description of the factual, procedural, conceptual or meta-cognitive knowledge; skill; or behavior related to the discipline. The resulting IMOD definition of the objective is referred to as the PC3 model [12].

The other course design elements (i.e., Content, Pedagogy, and Assessment) are incorporated into the IMOD framework through interactions with two of the PC3 characteristics. Course-Content is linked to the content and condition components of the objective. The condition component is often stated in terms of pre-cursor disciplinary knowledge, skills or behaviors. This information, together with the content defined in the objective, can be used to generate or validate the list of course topics. Course-Pedagogy is linked to the performance and content components of the objective. The types of instructional approaches or learning activities used in a course should correspond to the level of learning expected and the disciplinary knowledge, skills or behaviors to be learned. The content and performance can be used to validate pedagogical choices. Course-Assessment is linked to the performance and criteria components of the objective. This affiliation can be used to test the suitability of the assessment strategies since an effective assessment, at the very least, must be able to determine whether the learner’s performance constitutes competency. Figure 1 shows a visual representation of the IMOD framework. Learning domains and domain categories defined by Bloom’s revised taxonomy [11] are used to describe learner performance. Learning domains are categorized into Cognitive, Affective, and
Psychomotor, which are further classified under various Domain Categories (Remember, Understand, Apply, Analyze, Evaluate, Create). Each Domain Category has performance verbs associated to it. Learning objective in the PC$^3$ model is described in terms of Performance, Content, Condition, and Criteria. Performance is described using an appropriate action verb from revised Bloom’s taxonomy based on the learning domain and domain category.

**Criteria:** Learning objective assessment criteria are categorized as quality, quantity, speed, and accuracy. Criteria for learning objectives are described in terms of one or more of these categories with a criteria value defined or determined later when the assessment is defined.

**Knowledge Dimensions:** The revised Bloom’s taxonomy introduced an additional dimension called the knowledge dimension that was categorized as Factual, Conceptual, Procedural and Metacognitive.

**Topic Prioritization:** The IMODS framework uses a prioritization framework that classifies topics and subtopics of a particular course as one of the following:

- Critical
- Important
- Good to know

Achieving the right mix of the three levels of learning (priorities) is essential to planning a good course.

![PC$^3$ Model](image)

**Figure 1: IMODS Framework - PC$^3$ model**

**C. User-centered design methodology**

The IMODS system is being developed using a user-centered design (UCD) methodology, as opposed to technology focused, methodology [13]. This approach is well suited for the project given the high cognitive nature of outcome-based course design tasks, and the high levels of interactions required between the user and the system to not only facilitate the development of course designs, but to help users build an enduring foundation of knowledge, skills and habits of mind about curriculum development.

UCD is an emerging design method that focuses on both operational and technical requirements by observing and understanding user needs and wants, as well as by prototyping and testing software throughout all phases of software lifecycle. It enables the capturing and resolution of any mismatches between users and software early on. The main objective of UCD is to allow for a closer match between users and the software, leading to a more intuitive interaction. As a design process, it also has the objective of reaching that goal in the most resource-efficient way, in terms of time and cost through careful planning and execution [14].

The UCD process can be divided into five main phases: Plan, User Research, Design, Develop, and Measure. Thus far, the research team has completed the user research and design phases of the UCD process. In this respect, 4 focus group sessions were conducted with prospective users of IMODS to gather insights on how faculty approach the task of designing a course. At the beginning of each session all participants were asked to fill an electronic background survey that collected demographic information, primary areas of interest in teaching and research, time spent on teaching, number of courses taught per year (at both undergraduate and graduate levels), and number of new courses developed (both at undergraduate and graduate levels). Participants were also asked to fill an electronic questionnaire about curriculum design tools that they currently use to create and manage their courses (e.g. preparing syllabi; communicating with students; developing teaching materials; preparing, assigning, and delivering grades, etc.).

The results of this phase were published in ASEE 2014 and FIE 2014 [15], [16]. The results from the focus group helped identify the key features of the software system; an ontology that defines the relevant terms of the domain and identifies their specific meaning as well as the potential relationships between them; and mental model, which is a tool to improve understanding of the user needs and activities. Figure 2 shows the ontological concepts and relationships between concepts as a hierarchy. Figure 3 shows the mental model that depicts an affinity diagram of similar activities organized sequentially into 9 towers in the upper half with detailed relevant activities in the lower half.

![Figure 2: IMODS Ontological Concepts and Relationships](image)
A. PC was conceptualized with it various components based on the learning objectives. The Learning Objectives component (Figure 3) assesses, and pedagogical activities as defined in the PC objectives are directly associated with the course content defined by the instructor (user) as shown in Figure 4.

The main goal of high-level design is to make sure the user has sufficient understanding to use the application successfully and accomplish the required tasks. Our User-centered design approach followed two main phases:

A. Conceptualization Phase

After the user research provided a relatively clear idea and understanding of domain- and user needs, this initial design phase provides a high-level design with concepts identification, conceptual modeling and early prototyping. During initial conceptualization and high-level design, we focused on Brainstorming sessions and contextual analysis to build an initial concept of the application. We gradually consolidated it into a set of requirements on flip charts and PowerPoint slides. The main goal of high-level design is to plot down schematic ideas and steps into visual graphs and models; an early blueprint. We started by investigating different options and providing design alternatives to make sure we have a broad view before identifying a good design. Doing this early on, at high-level, sketchy, paper-based only, and without going into details help provide several solution alternatives at a very low cost.

The IMODS system is conceptualized such that a course design is centered around the learning objectives of the course defined by the instructor (user) as shown in Figure 4. Learning objectives are directly associated with the course content, assessments, and pedagogical activities as defined in the PC model (Figure 5).

B. Development Phase

In order to validate that we were proceeding in the right direction, we ran a series of usability tests on the application. We chose between multiple good designs instead of focusing on only one early on. The high-level design sketches were discussed with the users to make sure what they said in unstructured dialogs and vague ideas and imaginations can now be concretely captured in design artifacts for further validation and clarifications [17]. Our main goal was to evaluate the simplicity and clarity of the application structure to allow for an easy-to-recognize mental model. A mental model can be loosely defined as the user perception of the application. The opposite is the developers’ perception of the application. While the latter one is the actual structure that developers use to build the application, typically as their interpretation of the requirements, the user mental model is not necessarily the same. With the fact that users don’t normally have access to the actual structure of the application, or detailed and prolonged access to the application to know any of its internal structure, they can only perceive what’s exposed to them from the UI, and can build an “imagination: of what the application structure might look like. In ideal situations, this “imaginary” structure should match the actual structure build by developers. In reality, though, it is rarely the case. A discrepancy or vagueness on the user mental model (we call it a delta) is typically present and expected. The problems arise when this delta is large, indicating an application whose structure is not comprehensible by the user.

We have identified 2 tools that are most suitable for this project in this phase:

C. Tools

Navigation Model is one of the essential methods of design that we used. A significant challenge in complex software is not the contents of each screen, but how the user mentally build a mental view of how all screens are connected (like a city road map), and how to navigate between hundreds of screens to accomplish their task. In this regard, we have developed an effective technique, elastic prototyping, an implementation of a participatory design to help designers and users build a navigation model together, greatly reducing time and effort needed. Figure 6 shows the navigation model for the primary application. Figures 7 and 8 show the navigation model for new user registration and user login. One of the

---

**Figure 3: Mental Model**

III. HIGH-LEVEL DESIGN OF IMODS

One of the biggest challenges of software design is to make sure the user has sufficient understanding to use the application successfully and accomplish the required tasks. Our User-centered design approach followed two main phases:

A. Conceptualization Phase

After the user research provided a relatively clear idea and understanding of domain- and user needs, this initial design phase provides a high-level design with concepts identification, conceptual modeling and early prototyping. During initial conceptualization and high-level design, we focused on Brainstorming sessions and contextual analysis to build an initial concept of the application. We gradually consolidated it into a set of requirements on flip charts and PowerPoint slides. The main goal of high-level design is to plot down schematic ideas and steps into visual graphs and models; an early blueprint. We started by investigating different options and providing design alternatives to make sure we have a broad view before identifying a good design. Doing this early on, at high-level, sketchy, paper-based only, and without going into details help provide several solution alternatives at a very low cost.

The IMODS system is conceptualized such that a course design is centered around the learning objectives of the course defined by the instructor (user) as shown in Figure 4. Learning objectives are directly associated with the course content, assessments, and pedagogical activities as defined in the PC model (Figure 5).
main components of course design is describing course overview information that includes data about course title, description, schedule, instructors, course policies, etc. Figures 9 and 10 show the navigation model for course overview data entry. In a similar manner navigation model for other screens of IMODS that are used for design of Learning Objectives, Content, Assessments, and Pedagogy were created.

**Prototyping (PT)** is extensively used in UCD to visualize and validate all otherwise vague ideas and unclear expectations at low cost and high effectiveness. We focused on three main categories of prototyping: Paper (low-level) PT, low-fidelity electronic (medium level) PT, and high-fidelity, detailed PT [18]. Paper prototypes are very inexpensive and help us capture several initial ideas and concepts, and validate them. After explaining their needs, users often change their minds when they see them on paper. Therefore multiple paper PT sessions gives a head start in validating what users actually mean and need. After initial concepts, design ideas and directions were identified, we moved into a medium fidelity prototyping stage where we provided a sketchy visualization of key screens without contents and gradually validated them and added initial contents. Figures 11 and 12 show the user interface mockups of Course Overview and Learning Objective components of the IMODS system

**D. System Architecture**

The development phase of the project included identifying appropriate technologies to be used for the development of the IMODS semantic web application, design of the back-end database schema, installation and configuration of the server-side and client-side technologies, and development of the user interface screens for login, registration, index, and creation of an instructional module and the connectivity of these web pages with the backend database. An Agile software development methodology called Scrum is being used for the development of this project. Scrum is an iterative and incremental framework for managing product development. The technologies chosen included Groovy on Grails, an open source, full stack, web application framework for the Java Virtual Machine. It takes advantage of the Groovy programming language and convention over configuration to provide a productive and streamlined development experience. Grails uses Spring Model-View–Controller (MVC) architecture as the underlying framework. MVC is a software architecture pattern that separates the representation of information from the user's interaction with it. PostgreSQL was chosen as the database management system. It is a powerful, open source object-relational database system with more than 15 years of active development and a proven architecture that has earned it a strong reputation for reliability, data integrity, and correctness. Git was chosen for source code version control. It is a distributed revision control and source code management (SCM) system with an emphasis on speed.

**E. Testing**

For the testing phase of the project, we opted to not have a complete discovery test, where the user would be asked to do a blind discovery of the application without any prior knowledge [19]. That would be a simulation of a completely novice user without any application background. Instead, we decided to test for an average user with some level of knowledge about the application structure. The reason is that we already have a concrete navigation model, and we can typically bring it to any user’s attention in a few minutes to help them in building a correct navigation model. That is one of the main advantages of using the navigation modeling method. Currently our research team is working on software development and testing phases of the project.

**IV. Case Study**

The IMODS framework was applied to design an introductory software engineering course titled “Software Enterprise I: Personal Software Process” in B.S. in Software Engineering program. This section describes the use of IMODS – PC³ model for course design.

**A. About the Course**

Software Enterprise I: Personal Software Process is a sophomore course in the Software Engineering program that introduces software engineering and object-oriented software design principles using a modern programming language. Students are introduced to Software Engineering, Software Life Cycle models, Object-Oriented Programming, Personal Software process, Effort estimation, effort tracking, defect estimation and defect tracking. Students learn personal software process for individual professionalism, time and defect estimation; yield and productivity. A project-based pedagogical model is used for delivery of all our courses in Software Engineering program. Students in this course worked on a game project using Java programming language.

**B. Learning Objectives**

Learning objectives of this course were defined using the PC³ model. The course has 6 objectives that are categorized under Performance, Content, Condition, and Criteria as shown in the Table 1. The objectives are as follows:

- **LO1**: Design a software solution using Object-Oriented Design principles of encapsulation, information hiding, abstraction, inheritance, and polymorphism
- **LO2**: Develop a software solution in an object-oriented programming language employing standard naming conventions and making appropriate use of advanced features such as exception handling, I/O operations, and simple GUI
- **LO3**: Use object-oriented design tools such as UML class diagrams to model problem solutions and express classes and relationships such as inheritance, association, aggregation, and composition
• **LO4**: Use personal software process for individual development productivity through time estimation and tracking

• **LO5**: Use personal software process for individual development quality through defect estimation and tracking

• **LO6**: Demonstrate teamwork

<table>
<thead>
<tr>
<th>Table 1: Learning Objectives based on PC³ Model</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>LO1</strong></td>
</tr>
<tr>
<td><strong>LO2</strong></td>
</tr>
<tr>
<td><strong>LO3</strong></td>
</tr>
<tr>
<td><strong>LO4</strong></td>
</tr>
<tr>
<td><strong>LO5</strong></td>
</tr>
<tr>
<td><strong>LO6</strong></td>
</tr>
</tbody>
</table>

**DPA Determined Per Assessment**

**C. Content**

The list of Content topics and subtopics are listed in Table 2. For each topic the knowledge dimension and topic priority is defined. This information is used to find assessments and instructional activities that best fit for delivering a topic.

**Table 2: Content Topics based on PC³ Model**

**D. Assessments**

Assessments chosen for this course include a mix of both formative and summative assessments. The PC³ model aligns assessments chosen for the course with the learning objectives by checking compatibility of learning domains, performance, and criteria requirements. Table 3 provides the list of assessments with their corresponding learning domain category, knowledge dimension, and criteria type that each method is suitable for.

**E. Instructional Activities**

Pedagogical activities used in this course are listed in Table 4 along with the knowledge dimension and learning domain category that they are suitable for. The list of activities includes a mix of lectures, lab activities, Q&A discussions, and problem solving activities.

**F. Results**

Software Enterprise I: Personal Software Process course in the Software Engineering program in School of Computing, Informatics, Decision Systems Engineering (CIDSE) at Arizona State University was designed using the IMODS – PC³ model and offered as a face-to-face section (with 82 students) as well as an online section (with 87 students) by the same instructor (one of the co-authors). Using the IMODS framework ensured the alignment between various course elements and thereby ensuring high-quality course design.

**Alignment between various course components:**

The framework supports the checking of alignment between course assessments and learning objectives. The course assessments are linked to the performance and criteria elements of the learning objective as shown in Figure 1. The framework supports the checking of alignment between course instructional activities and learning objectives. The course pedagogical activities are linked to the performance and content of the learning objective as shown in Figure 1.

**Topic Prioritization:**

Use of the PC³ model ensured a balanced distribution of the topics under Critical, Important, and Good to know as shown in figure below.
Following the high-level design phase of the project, the next step will be software development and testing of IMODS. We will conduct usability testing of the prototype with instructors and solicit feedback using surveys, observation, and user interviews. The feedback will be incorporated into the iterative software development lifecycle model. The scope of this project will also include the evaluation of its novel approach to self-guided web-based professional training in terms of: 1) user satisfaction with the documentation of course designs generated; and 2) impact on users’ knowledge of the outcome-based course design process.
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